**Question 1)**

b) c3 and c6 objects can call any methods in both classes , but the other hand other objects can’t call Cylinder class (child class) methods. Because they are in Circle reference .

c) Constructor overloading

**Cylinder.java**

public class Cylinder extends Circle {  
 double height = 1.0;  
  
 public Cylinder() {  
 super();  
 }  
  
 public Cylinder(double radius) {  
 super(radius);  
 }  
  
 public Cylinder(double radius,double height) {  
 super(radius);  
 this.height = height;  
 }  
  
  
 public Cylinder(double radius, double height, String color) {  
 super(radius, color);  
 this.height = height;  
 }  
  
 public double getHeight() {  
 return height;  
 }  
  
 public void setHeight(double height) {  
 this.height = height;  
 }  
  
 public double getVolume() {  
 return Math.*PI* \* radius \* radius \* height;  
 }  
}

**Circle.java**

public class Circle {  
 double radius = 1.0;  
 String color = "red";  
  
 public Circle(double radius, String color) {  
 this.radius = radius;  
 this.color = color;  
 }  
  
 public Circle() {  
  
 }  
  
 public Circle(double radius) {  
 this.radius = radius;  
 }  
  
 public double getRadius() {  
 return radius;  
 }  
  
 public void setRadius(double radius) {  
 this.radius = radius;  
 }  
  
 public String getColor() {  
 return color;  
 }  
  
 public void setColor(String color) {  
 this.color = color;  
 }  
  
 public double getArea() {  
 return Math.*PI* \* radius \* radius;  
 }  
  
 public String toString() {  
 return "Circle[radius=" + radius + ", color=" + color + "]";  
 }  
}

**testDriver.java**

public class testDriver {  
 public static void main(String[] args) {  
 Circle c1 = new Circle();  
 Circle c2 = new Cylinder();  
 Cylinder c3 = new Cylinder (3.1);  
 Circle c4 = new Circle(2.3);  
 Circle c5 = new Cylinder (2.4, 4.0);  
 Cylinder c6 = new Cylinder (3.1, 5.2, "red");  
 Circle c7 = new Circle(2.1, "yellow");  
  
 System.out.println(c1.getRadius());  
 System.out.println(c1.getArea());  
 System.out.println(c1.getColor());  
 System.out.println("------------");  
  
 System.out.println(c2.getRadius());  
 System.out.println(c2.getArea());  
 System.out.println(c2.getColor());  
 System.out.println("------------");  
  
 System.out.println(c3.getRadius());  
 System.out.println(c3.getArea());  
 System.out.println(c3.getColor());  
 System.out.println(c3.getHeight());  
 System.out.println("------------");  
  
 System.out.println(c4.getRadius());  
 System.out.println(c4.getArea());  
 System.out.println(c4.getColor());  
 System.out.println("------------");  
  
 System.out.println(c5.getRadius());  
 System.out.println("------------");  
  
 System.out.println(c6.getHeight());  
 System.out.println(c6.getRadius());  
 System.out.println(c6.getColor());  
 System.out.println("------------");  
  
 }  
}

**Question 2)**

d) no. because Employee is abstract class. Abstract classes cannot be instantiated directly.

e) name, age and hourRate these are works fine with public ,but the other hand I can’t make them private , after that I can’t access those instances in other classes .

bcz private instances are only allowed in the same class.

**Employee.java**

public abstract class Employee {  
 public String name;  
 public double age;  
 public double hourRate;  
  
 public abstract double salary(double hours); //calculate salary based on hourRate  
 public abstract double totalSalary(double hours,double days);  
  
  
 public String toString() {  
 return "name = " + name + "age = " + age + "hourRate = " + hourRate;  
 }  
  
}

**Clerk.java**

public class Clerk extends Employee {  
  
 Clerk() {  
 }  
  
 Clerk(String name, double age, double hourRate) {  
 this.name = name;  
 this.age = age;  
 this.hourRate = hourRate;  
 }  
  
 public double salary(double hours) {  
 return hourRate \* hours;  
 }  
  
 public double totalSalary(double hours,double days) {  
 return hours \* days \* hourRate;  
 }  
}

**Manager.java**

public class Manager extends Employee {  
  
 Manager() {  
 }  
  
 Manager(String name, double age, double hourRate) {  
 this.name = name;  
 this.age = age;  
 this.hourRate = hourRate;  
 }  
  
 public double salary(double hours) {  
 return hours \* hourRate;  
 }  
  
 public double totalSalary(double hours,double days) {  
 return hours \* days \* hourRate;  
 }  
}

**HRDivision.java**

public class HRDivision {  
  
 public static void main(String[] args) {  
 Manager manager1 = new Manager("Perera", 54, 1000);  
 Clerk clk1 = new Clerk("Saman", 32, 600);  
 Clerk clk2 = new Clerk("Nimal", 41, 700);  
 Clerk clk3 = new Clerk("Kalani", 28, 800);  
  
 System.*out*.println(manager1.name + " " + manager1.age + " " + manager1.hourRate + " " + manager1.salary(10));  
 System.*out*.println(clk1.name + " " + clk1.age + " " + clk1.hourRate + " " + clk1.salary(10));  
 System.*out*.println(clk2.name + " " + clk2.age + " " + clk2.hourRate + " " + clk2.salary(10));  
 System.*out*.println(clk3.name + " " + clk3.age + " " + clk3.hourRate + " " + clk3.salary(10));  
  
 System.*out*.println("----------------");  
  
 System.*out*.println(manager1.name+ " " + manager1.totalSalary(10, 7));  
 System.*out*.println(clk1.name+ " " + clk1.totalSalary(10, 7));  
 System.*out*.println(clk2.name+ " " + clk2.totalSalary(10, 7));  
 System.*out*.println(clk3.name+ " " + clk3.totalSalary(10, 7));  
  
 }  
}

**Output**
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**Question 3)**

**a)**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | Variable Type | | | | |
| Tossable | Ball | Rock | Baseball | Football |
| Object  Type | Tossable | - | - | - | - | - |
| Ball | true | true | x | true | true |
| Rock | true | x | true | x | x |
| Baseball | true | true | x | true | x |
| Football | true | true | x | x | true |

i) Ball ball = new Football("spalding"); **E**

ii) Ball ball = new Football("Spalding"); Baseball baseball (Baseball)ball; **Give Error**

iii) Object obj = new Baseball("spalding"); **E**

iv) Object obj = new Baseball("spalding"); Tossable tossable = obj; **Give Error**

v) Tossable tossable = new Baseball("spalding"); Object objtossable; **C**

vi) Rock rock new Baseball("spalding"); **Give Error**

vii) Tossable tossable = new Rock(); **E**

**Ball.java**

public class Ball implements Tossable {  
 public String brandName;  
  
 Ball(String brand) {  
 this.brandName = brand;  
 }  
  
 public void toss() {  
  
 }  
  
 public void bounce() {  
 System.*out*.println("Ball Will Bounce");  
 }  
  
 public String getBrandName() {  
 return brandName;  
 }  
}

**Rock.java**

public class Rock implements Tossable {  
 public void toss() {  
 System.*out*.println("Rock Will Toss");  
 }  
}

**Tossable.java**

interface Tossable {  
 public void toss();  
}

**Baseball.java**

public class Baseball extends Ball {  
  
 Baseball(String brand) {  
 super(brand);  
 }  
  
 @Override  
 public void toss() {  
 super.toss();  
 }  
  
 @Override  
 public void bounce() {  
 System.*out*.println("Baseball Will Bounce");  
 }  
  
  
}

**Football.java**

public class Football extends Ball {  
  
 Football(String brand) {  
 super(brand);  
 }  
  
 @Override  
 public void toss() {  
 super.toss();  
 }  
  
 @Override  
 public void bounce() {  
 System.*out*.println("Football Will Bounce");  
 }  
}

**testBallToss.java**

public class testBallToss {  
 public static void main(String[] args) {  
  
 Ball ball = new Football("spalding");  
 Object obj = new Baseball("spalding");  
 Tossable tossable = new Rock();  
  
 }  
}

**Question 4)**

1. need thse 2 methods

public void booleanCanCarry(int passengers) {  
  
}  
  
public double tuneUpCost() {  
 return 0;  
}

1. no its not necessary because its Car related method. so its not common to all class like bicycle . so don’t need to add to the IVehicle.
2. We can use IVehicle and Bicycle classes without errors

oldCar.booleanCanCarry(4);  
oldCar.tuneUpCost();

1. oldCar.booleanCanCarry(4);  
   oldCar.tuneUpCost();  
   oldCar.booleanCanCarry(2005);

**Car.java**

class Car implements IVehicle {  
 int mileage;  
 int year;  
 int numDoors;  
  
 Car(int mileage, int year, int numDoors) {  
 this.mileage = mileage;  
 this.year = year;  
 this.numDoors = numDoors;  
 }  
  
 public void booleanCanCarry(int passengers) {  
 System.*out*.println("can carry " + passengers + "!");  
 }  
  
 public double tuneUpCost() {  
 return 100;  
 }  
  
 boolean builtBefore(int otherYear) {  
 return this.year < otherYear;  
 }  
}

**Bicycle.java**

class Bicycle implements IVehicle {  
 int mileage;  
 int numGears;  
  
 Bicycle(int mileage, int numGears) {  
 this.mileage = mileage;  
 this.numGears = numGears;  
 }  
  
 public void booleanCanCarry(int passengers) {  
 System.*out*.println("can carry " + passengers + "!");  
 }  
  
 public double tuneUpCost() {  
 return 0;  
 }  
}

**IVehicle.java**

interface IVehicle {  
  
 public double tuneUpCost();  
  
 public void booleanCanCarry(int numPassengers);  
  
}

**Examples.java**

public class Examples {  
  
 public static void main(String[] args) {  
 IVehicle newKidsBike = new Bicycle(0, 1);  
  
 IVehicle oldCar2 = new Car(200000, 1995, 2);  
 oldCar2.booleanCanCarry(4);  
 oldCar2.tuneUpCost();  
  
 Car oldCar = new Car(200000, 1995, 2);  
 oldCar.booleanCanCarry(4);  
 oldCar.tuneUpCost();  
 oldCar.booleanCanCarry(2005);  
  
 }  
}

**Question 5)**

1. can’t define owner when create acc object, so first we use owner as null and after creating customer object we can assign that customer object as a account owner

Account acc = new Account(1, null);  
Customer cus1 = new Customer("kamal", acc);  
acc.owner = cus1;

B)

**Customer.java**

class Customer {  
 String name;  
 private int password;  
 Account account;  
  
 Customer(String name, Account account) {  
 this.name = name;  
 this.account = account;  
 this.password = genPassword();  
 }  
  
 private int genPassword() {  
 return (int)(Math.*random*()\*1000);  
 }  
  
}

**Account.java**

class Account {  
 int number;  
 Customer owner;  
 private double balance;  
  
 Account(int number, Customer owner) {  
 this.number = number;  
 this.owner = owner;  
 this.balance = 0;  
 }  
}

**CustomerAccount.java**

public class CustomerAccount {  
  
 public static void main(String[] args) {  
 Account acc = new Account(1, null);  
 Customer cus1 = new Customer("kamal", acc);  
 acc.owner = cus1;  
  
 //System.out.println(cus1.name+" "+cus1.password+" "+cus1.account.number+" "+cus1.account.balance+" "+cus1.account.owner.name);  
 }  
}

Question 6)

**Shapes.java**

abstract class Shapes implements Signs {  
 String color;  
  
 public abstract boolean fitsText(String text);  
}

**Circles.java**

public class Circles extends Shapes {  
 double radius;  
  
 Circles(double radius, String color) {  
 this.radius = radius;  
 this.color = color;  
 }  
  
 public boolean fitsText(String text) {  
 return text.length() < radius;  
 }  
  
 public void drawSign() {  
 System.*out*.println("Circle is drawn");  
 }  
  
}

**Rectangle.java**

public class Rectangles extends Shapes {  
 double width;  
 double length;  
  
 Rectangles(double width, double length, String color) {  
 this.width = width;  
 this.length = length;  
 this.color = color;  
 }  
  
 public boolean fitsText(String text) {  
 return text.length() < length;  
 }  
  
 @Override  
 public void drawSign() {  
 System.*out*.println("Rectangle is drawn");  
 }  
}

**Signs.java**

interface Signs {  
 public abstract void drawSign();  
}

**testShapeClient.java**

public class testShapeClient {  
 public static void main(String[] args) {  
 Circles circle1 = new Circles(7, "red");  
 Circles circle2 = new Circles(12, "blue");  
  
 Rectangles rectangle1 = new Rectangles(12, 28, "green");  
  
 if (circle1.fitsText("Be silent")) {  
 System.*out*.println("Circle1 is Big Enough");  
 circle1.drawSign();  
 } else  
 System.*out*.println("Circle1 is Not Big Enough");  
  
 if (circle2.fitsText("Study Rooms")) {  
 System.*out*.println("Circle2 is Big Enough");  
 circle2.drawSign();  
 } else  
 System.*out*.println("Circle2 is Not Big Enough");  
  
 if (rectangle1.fitsText("Just 3 min walk for a snack")) {  
 System.*out*.println("Rectangle1 is Big Enough");  
 rectangle1.drawSign();  
 } else  
 System.*out*.println("Rectangle1 is Not Big Enough");  
  
 }  
}

**Output**

**![](data:image/png;base64,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)**